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1. Introduction 

Previously, I have described using the ideas and methods of Michael Jackson as 

the basis of an alternative curriculum to teaching a 1st course in Software Engineering 

[25]. Here, I wish to report on further efforts to disseminate and develop this curricu-

lum at Ukhta State Technical University, Komi Republic, Russia during autumn se-

mesters since 2014. 

2 . Why Jackson’s Ideas and Methods? 

Over more than four decades – from the early days of computing in the early 

1960’s to the present – Jackson has contributed four books; over 100 articles; and 

three original, sound methods or approaches to software development – JSP, JSD 

(with John Cameron) and Problem Frames3; he is on the Editorial Board of four lead-

ing international Software Engineering publications, and a member of two IFIP work-

ing groups. He has received several research awards, including the IEE Achievement 

Medal, The British Computer Society Lovelace Medal, and the ACM Sigsoft Out-

standing Research Award4.  

Jackson’s ideas and methods are sound, original, and have evolved as the cut-

ting-edge of research and practice for more than four decades: they deserve to be in-

corporated into the software engineering curriculum [25]. For an excellent summary 

of JSP, JSD and Problem Frames, the reader is referred to [7, 9, and 10 respectively]; 

we briefly summarize the JSP and JSD methods and the Problem Frames approach, 

and remark that since the publication of Problem Frames (2001) more than 15 years 

ago, Jackson has been clarifying and redefining ideas in software development about: 

requirements, behavior, and goals; the role of top-down and bottom-up design, and 

the role of formalism and intuition. In a draft chapter of his forthcoming book [10], 

Jackson declares system behavior as the core object of software system development 

and introduces a method for representing problem decomposition as an intelligible 

structure of system behavior – a rooted tree of instantiations of its constituent behav-

iors. His forthcoming book promises a significant refinement to the Problem Frames 

approach to system development. 

Michael Jackson first became well-known as a result of his program design 

method, Jackson Structured Programming (JSP), which emerged from the early days 

of commercial computing in the early 1960’s, and culminated in his classic, Princi-

                                           

 
3 For Jackson, a method is a step-by-step decision-procedure. JSP and JSD are methods; Problem Frames is an intellec-

tual approach to analysis and structuring of software systems. 
4 http://fose.ethz.ch/speakers.html 
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ples of Program Design (1975). His design method is applicable to a class of pro-

grams common in batch processing systems5 prevalent during the 1960’s to which 

Jackson gave the name simple programs: these are programs that can process a set of 

related sequential data streams in a single program structure of corresponding com-

ponents. JSP is very likely the only program design method that became a national 

standard [18]; has been described as the best design method of the time [1]; and has 

been certified in an Associated for Computing Machinery (ACM) column as produc-

ing the correct program design [27].  

JSP is based on the control structures of structured programming. But, while go-

to-less programming gives a well-formed (spaghetti-less) structure, it does not guar-

antee an intelligible design. The main idea of JSP is very different from modular pro-

gramming, the prevailing design approach during the 1970’s, which focused on de-

composition of a program into separately compiled modules to achieve coherence. 

[Jackson, 7] In JSP, a program’s structure is formed from the structure of its input 

and output data streams. In contrast to top-down decomposition, the then prevalent 

“best-practice”, JSP is a constructive method6 for composing a program’s input and 

output data structures into a composite program structure containing corresponding 

components. Design is about structure: A program structure becomes intelligible – is 

well designed – if its structure relates directly to the problem world. Jackson intro-

duced structure diagrams – later called tree diagrams – to depict program structure, 

and contrasted them with flow charts, which were in vogue, but which, as he pointed 

out, show a program’s (dynamic) flow of control, not its (static) structure.  

In JSP, Jackson formulated several program design patterns as rules7, especially 

concerning the placement of read-write operations that were a frequent source of er-

ror in the magnetic tape-based business-oriented batch processing systems of that pe-

riod. There is a read-ahead rule which applies to situations in which the condition for 

processing input became immediately available:  

“Place the initial read immediately after opening a file, prior to any component 

that uses a record; place subsequent reads in the component that processes a record, 

immediately after the record has been processed” [5]. 

A multiple read-ahead rule applies to situations in which the condition for pro-

cessing input can be recognized only after a fixed number of read operations; and 

backtracking8 applies if the recognition cannot be resolved by any predetermined 

number of read operations.  

                                           

 
5 In batch processing systems, in contrast to systems that process transactions one-at-a time as they become available, 

transactions are accumulated into batches and sorted into the sequence of the primary key of the entity to which they 

apply before they are processed. To process each transaction as it arrives, random access storage is generally necessary, 

but was not yet economically viable until the 1970’s. 
6 By method, Jackson means a step-by-step decision procedure. 
7 These rules are associated with a form of control structure commonly used in which the condition occurs at the begin-

ning, as in: do while<condition>… endwhile 
8 Jackson added backtracking, as a 4th control structure in Jackson structured programming. It is a restricted form of 

selection, that resolved recognition problems in the case when no finite number of read-aheads could resolve a parsing 

problem. The semantics of backtracking are close to Java’s try…catch. 
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The Basic JSP method can be extended if a structure clash – the absence of corre-

spondence in the structures of a pair of (input, output) files – is encountered. Structure 

clashes prevent the construction of a single program structure as required by the basic 

JSP method. By decomposing a program into two simpler programs, the structure clash 

can often be eliminated: the first program writes an intermediate file – without any 

structure clash – that the 2nd program can process; so that, both programs can be de-

signed with JSP. The additional complication of writing and then reading an intermedi-

ate file can be eliminated through the use of Jackson’s program inversion. A program 

that writes a file that a 2nd program reads, can be algorithmically transformed into a 

single-entry, multiple-state subroutine that does not write its output stream directly but 

passes the next output record to the 2nd program. We say that the program is inverted 

with respect to its output file.9 The communication between the program and subrou-

tine is immediate, facilitating efficient scheduling. More important, an inverted pro-

gram is structurally the same as the program from which it is derived, and its subrou-

tine representation can carry variable state just as does a program. 

Because of program inversion (see below), JSP’s range has been extended far 

beyond the programs written for systems prevalent in the 1970’s to include interac-

tive systems, interrupt handlers, Web database queries, embedded systems and han-

dling network protocols. The class of simple programs fits one of 5 elementary prob-

lem frames described in Problem Frames, and JSP is an appropriate method to use in 

problems of this type.  

Jackson’s 2nd major contribution to software method, developed in conjunction 

with John Cameron, is Jackson System Development (JSD) [5]. Top-down hierar-

chical functional design was the prevailing “best practice” approach to systems de-

sign during the 1970’s and early 1980’s. JSD design was different: JSD is based on 

an analogical (simulative) model, not functions. The abstract models are of real-

world entities10 connected via serial data streams to form a network of model pro-

cesses, each exhibiting their time-ordered behavior. A JSD system is thus entity-

based (entities are somewhat analogous to objects in OOP11) and has been termed 

“middle-out” [2] in contrast to “top-down”. The scope of a model is deemed to be 

sufficient to encompass a variety of functions that may be required – the functions 

can be added later to the network model. JSD is limited to real-time, systems.  

Both JSP and JSD process sequential streams using the control structures of 

structured programming. Two ideas from JSP connect JSP to JSD:. The first idea is 

                                           

 
9 Similarly, a program that reads a file that a 1st program writes, can be algorithmically converted into a single-entry, 

multiple-state subroutine that does not read its input stream directly but receives the next record from the 1st program. 

We say that the program is inverted with respect to its input file.  
10 Entities have a long philosophical history, where they aimed to clarify the essence of ‘beings’ (things or objects) in 

the world. Both JSD and OOP model real-world objects, but Jackson holds that the real-world is informal, while in 

OOP, objects are computational and formal.. 

11 Simula was the 1st object-oriented programming language, developed in the 1960’s; Simula67 is regarded as the 1st OO language. 

Smalltalk was designed to be a fully dynamic system in which classes could be created and modified dynamically rather than statical-

ly as in Simula 67.[21] Smalltalk and with it OOP were introduced to a wider audience by the August 1981 issue of Byte Magazine. 
[Wikipedia] 
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the tree diagram to represent structure.. The time-ordered behavior of entities can be 

depicted with entity structure diagrams that are isomorphic to program tree diagrams 

(entity substitutes for program; and entity action for program operation): so, JSP is a 

natural fit as a design method for JSD systems.  

The second idea that connects JSD to JSP is program inversion. When a transac-

tion record (in a transaction processing system) is encountered, the program text of 

the denoted entity type, represented as a long-running, interruptible multiple-state 

subroutine, is activated (resumed) and consumes the transaction, updating the state 

and data of its state vector, before becoming inactive (until the next transaction ar-

rives). Just as the static tree structure of a program in JSP traces the program’s behav-

ior, so the static entity structure of its subprogram text traces the time-ordered behav-

ior of individual entities. 

Jackson’s Problem Frames (2001), grew out of work over a 15-year period that 

culminated first in a short book, Software Requirements & Specifications (1996). 

Jackson’s research drew from practical consulting and from telecommunications 

modeling for AT&T: His short book is a clarification, redefinition, critique, and in-

vention of terms in software engineering.  

As a result, Problem Frames is an original departure from the more than two 

decades of current “best-practice” using various forms of Object-oriented Analysis 

and Development (OOAD). Jackson’s approach to software development is problem 

oriented rather than solution oriented: Analysis initially involves considerable infor-

mal exploration. A context diagram shows where a problem is located in the world, 

and consists of three elements: problem domains – where the problem is located; in-

terfaces – consisting of sets of phenomena shared among domains; and the machine, 

a special domain consisting of the computer and the software to solve the problem. A 

problem diagram adds the requirement – representing stakeholders desires and wish-

es together with collaborative input from developers – that a machine must satisfy. 

The heart of analysis is three separate development descriptions: the machine speci-

fication; characteristics (properties) of the problem domains; and the requirement. To 

convince the customer or stakeholder that a system will behave as required, we must 

show that the specification (S) together with the domain properties of the problem 

world (P) satisfy the requirement (R): S, P |= R.  

There is almost always a need to decompose a realistic problem into two or 

more sub-problems. The initial decomposition is top-down, is usually guided by in-

tuition, and hopefully results in sub-problems that are simpler and that either fit – or 

will fit after further decomposition(s) – one of five elementary problem frames or 

problem patterns that Jackson has discovered to be prevalent in all or most software 

applications. Jackson had emphasized that systems are structured as layers that are 

run in parallel [4], rather than as a hierarchical partition. In Problem Frames, this ide-

as is re-formulated more precisely: sub-problems are projections of the whole prob-

lem, analogous to projection in the relational model. Just as the same column(s) may 

appear in two or more different relational projections, so too in Problem Frames, the 

same domain(s) may exist in two or more sub-problems. Each sub-problem is treated 

as a separate problem – deferring consideration of interactions with other sub-
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problems until it is well understood – and analysis proceeds with separate develop-

ment descriptions for its machine specification, problem domain properties and re-

quirement. Only during implementation – implementation is not treated in Problem 

Frames – is the problem of how to run the sub-problem machines in parallel ad-

dressed.  

In the Problem Frames approach, Jackson stresses that five special concerns 

must almost always be addressed: overrun, initialization, completeness, reliability, 

and identities. Each frame is vulnerable to different special concerns.  

Jackson believes that use of problem frames to structure the analysis and de-

composition of problems into elementary problem frames may result in a standard 

(normal) practice in software engineering – a practice that is accepted and supported 

by software engineering professionals as evidenced in the professional literature and 

meetings over a period of several years. Jackson argues that normal practice has been 

shown to be necessary in other engineering sciences, but is lacking so far in software 

engineering. So, in his view, at the present time, software engineering is not yet a sci-

ence. 

An overriding structuring principle throughout problem analysis is separation of 

concerns: An example of it is the need for three separate development descriptions. 

The specification, domain characteristics and the requirement of a system represent 

different viewpoints (stakeholder, requirements analyst, and programmer, respective-

ly) and express different linguistic modalities (we hope the specification is correct; 

we wish for the requirement to be satisfied: optative; the properties of the real-world 

domain are based on laws of physics: indicative. Because of these differences, we 

need to describe each separately – otherwise we get a confusing description. Another 

example is in analysis: we analyze each sub-problem separately, ignoring interactions 

with other sub-problems until we fully understanding it in isolation, and return to 

consider its interactions later. 

Since the publication of Problem Frames, Jackson has focused on a number of 

questions (in ~40 published articles)12 including: 

1. What are requirements? How do requirements, behavior and the goals of a 

system differ? 

2. What is the core artifact of system development?  

3. How can we make cyber-physical systems intelligible? 

4. When are top-down and bottom-up reasoning called upon during system de-

velopment? 

5. What is the appropriate role for intuition and formalism in the course of sys-

tem development; and when should each be used?  

Jackson argued that objects are too fine a granularity as the basis for software 

development; that reliance on use cases is solution-oriented, whereas problems are 

further away from the machine and require focused analysis; and that OOP objects 

are a formal straight-jacket on real-world entities [5]. OOP objects are static – they 

cannot change type; nor is multiple-inheritance supported, whereas, in the real world, 

                                           

 
12 http://mcs.open.ac.uk/mj665/papers.html 
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living objects undergo metamorphosis and support multiple inheritance. With respect 

to OOAD’s reliance on use cases as the basis for constructing a system’s behavior, 

there are few if any use cases in continuous-state monitoring systems. 

As Jackson increasingly turned his attention to complex, real systems, he began 

using the term, cyber-physical systems, which refer to the integration of computation 

with physical processes.13 In cyber-physical systems, a software machine interacts 

with a human and material problem world, monitoring and controlling its behavior to 

ensure that the many and varied system requirements are satisfied as fully as possible. 

The development of cyber-physical systems involves diverse and complex tasks, each 

of which require different descriptions and methods. It is the complexity of cyber-

physical systems, that leads Jackson to conclude that no single technique or system 

(formal language or logic) can be applied from start to finish to make this complexity 

intelligible.  

As shown in a draft chapter [11] of his forthcoming book, Behaviours as Design 

Components of Cyber-Physical Systems, Jackson’s focus on systems behavior and its 

representation as a behavior control tree, represents a significant refinement to the 

Problem Frames approach to designing cyber-physical systems. 

The approach to analysis in Cyber-Physical systems deals with the pre-formal 

work of creating a bridge between the stakeholders’ purposes and desires – the re-

quirement; and a detailed system behavior agreed upon by stakeholders and system 

developers and expressed in natural language. 

The core object of systems development is system behavior. The behavior of a 

cyber-physical system is viewed as a set of heterogeneous behaviors, each of which 

can be decomposed (top-down) into constituent simpler behaviors. Each must be de-

signed separately, following the separation of concerns principle. For each behavior, a 

machine (specification) must be designed (bottom-up) that ensures the system’s behav-

ior. Jackson has invented a method for rooting instances of these constituent behaviors 

in a single dynamic tree, providing for cyber-physical systems the kind of intelligibility 

that is provided by well-designed programs using structured programming: a visible 

correlation between what is happening in the system – the execution of an instance of a 

constituent behavior – and its program text in the machine specification. 

In the beginning of a project, the developer explores and describes the problem 

world. This exploration requires the ability to introduce new names, formal defini-

tions, and informal denotations (recognition rules for states or events), to represent 

phenomena, and to continuously check their accuracy. The developer must be guided 

at first, not by any formal system, but by intuition: By intuition, Jackson does not 

mean an uncontrolled impulse to baseless conjecture and unfounded assertion, but ra-

ther the faculty of recognition and understanding on the basis of our accumulated ex-

perience, insight and knowledge, with little or no appeal to conscious reasoning. We 

use natural language which mediates between phenomena in the real world and 

open-ended reasoning.  

                                           

 
13 Wikipdia. The term, Cyber-Physical System was introduced circa 2010 by Helen Gill. Helen Gill, CISE Point of 

Contact for the CPS program, telephone: (703) 292-7834, email: hgill@nsf.gov. 
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Formal systems are extremely important once projections of the system behavior 

into constituent behaviors have been identified: 

“...formalism has its proper place. Its place is not in the early stages of exploration 

and learning, where it is premature and restrictive, but in the later stages, where we 

need to validate our informal discoveries, designs and inferences by submitting them 

to the rigour of formal proof” [11] 

3. Experience at Ukhta State Technical University 

I plan to teach for the 4th time for the Department of Computer Science and In-

formation System Technologies at Ukhta State Technical University during the au-

tumn semester 2017. I am grateful to have been given the freedom to focus on my in-

terest in Jackson’s ideas and methods in software engineering; I also teach a second 

course, a short course in Object-oriented Design using Java to students who have had 

a previous course in a programming language (Pascal/Delphi). The second course is 

relevant to teaching Jackson’s ideas and methods: First, Jackson’s JSD method is en-

tity-based, and entities are “objects”, and thus have some common ground with OOP 

objects (though with important differences). Second, although Jackson’s approach to 

software development is language independent, I have been using Java to illustrate 

program implementation in JSP and JSD; and Jackson frequently uses OOP object 

diagrams (among other notations) in Problem Frames. 

3.1. Courses focusing on Jackson’s ideas and methods (in chronological se-

quence)  

1. An Intensive Short-course (Autumn 2014) 

My 1st effort came to fruition from an invitation from Ukhta State Technical 

University to teach and consult on curriculum through the Fulbright Specialist pro-

gram14. I gave approximately 14 lectures during 4 weeks, each consisting of 2 90-

minute lectures,, a total of approximately 40 hours in all. The lecture content consist-

ed of: JSP – 10 hours; JSD – 3 hours; Problem Frames – 27 hours. I lectured in Eng-

lish, and many of the students weren’t able to follow the lectures or the slides on 

which they were based. Fortunately, the Chair of the Department, Dr. Felix Mara-

kasov, offered to attend my lectures: This had two salutary effects: (1) it boosted at-

tendance sharply, thus saving the course; and (2) every 20 minutes or so, he para-

phrased the material that I had just presented into Russian, increasing student under-

standing and attention significantly. We covered the 1st 5 (of 12) Chapters in Problem 

Frames, and followed with a brief discussion of Chapter 7 (Model Domains) and 

Chapter 9 (Particular Concerns). In addition to the lectures, there were 4 Learning 

Tasks (practical exercises) in JSP, 1 in JSD, and 4 in Problem Frames; at the conclu-

sion of the course, each student was given an an oral examination, based on 25 ques-

tions posted on the course Web site, with 1 question randomly selected from the 

JSP/JSD set of questions and 2 questions randomly selected from the set of Problem 

                                           

 
14 http://www.cies.org/program/fulbright-specialist-program 
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Frames questions15. At the end of this short course, a Certificate was awarded to each 

student who completed the course. Comments, but no grade, were given to Learning 

Tasks submitted by students.  

2. Full-semester course (Autumn 2015) 

The following autumn the same content was taught over 14 instead of 4 weeks, 

with the final test and oral exam given the 1st week of January. Each week there was 

1 lecture (90 minutes); and 1 practice session (90 minutes) for each of 4 different 

groups: 2nd-year and 4th-year students in two disciplines: Information Systems and 

Technologies (IST) and Computer Science and Engineering (IVT). The groups were 

assigned team projects, with 3–5 students/team, and asked to develop a project defini-

tion and separate development descriptions for each problem and sub-problem, to-

gether with an associated context diagram and problem diagram. A small bi-lingual 

Question Data Bank was developed on the on the University’s Center for Distance 

Education’s (CDE) Moodle server and used to administer a final test for all students. 

Oral examinations – and a grade – were given to the IST students, while IVT students 

took the course as Pass/Fail. Student grades in the written and oral tests were used 

(together with submitted learning tasks and course participation) to give an overall 

grade (<3 – Failure, 3 = Satisfactory, 4 = Good, 5 = Excellent).  

3. Distance-education course (Autumn 2016)  

The same content was presented as in 2015, but after the 1st 4 weeks (covering 

JSP and JSD), the remainder of the course was taught at a distance, using the Moodle 

server and included weekly Webinars16 until I returned for 2 weeks at the end to ad-

vise on student projects and administer grading. An end-of-semester test was given to 

all students, and an oral examination (similar to that given 2015, but with an expand-

ed set of Problem Frames questions) to all groups except 4th year IST students, who 

took the course as Pass/Fail. Grades were determined, as they were for the 2015 

course.  

Projects were assigned for 4th-year students only. They could either document 

and implement one of four simple systems fully analyzed by Jackson in the 5th chap-

ter of Problem Frames to illustrate analysis of elementary Problem Frames; or, they 

could define their own systems and provide analysis (i. e., development descriptions 

and their associated context and problem diagrams). Not surprisingly – good pro-

grammers just love to program! – 4 teams implemented the already – analyzed exam-

ples (using Java), and just 2 chose to define and analyze their own systems. I ex-

pected this result and knew that it was really an inappropriate assignment: the course 

was all about analysis, not implementation! However, I hoped that students would be 

happy programming a well-defined and analyzed problem – and at the same time, 

would see clearly the connection between analysis and implementation. They were 

asked to include development descriptions with diagrams as well as their programs 

and test results.  

                                           

 
15 Se Appendix 1 for the syllabus, and Appendix 2 for oral examination questions. 
16 A Webinar is an Internet classroom. On the CDE Moodle server, Webinars are enabled by BigBlueButton 

[http://bigbluebutton.org/], software that is integrated into the Moodle course management system, and provides presen-

tations, video lectures, whiteboard, chat, and other features.  
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3.2 Lessons Learned 

As a teacher, I confess to being more interested in what I am teaching than with 

how best to teach, and this is likely why I learn lessons slowly. Nevertheless, I pre-

sent a few lessons from my teaching – whether I have really learned them will be ev-

ident in the next iteration. 

1. Interacting with students by Webinars  

First, an acknowledgment: I received and would like to acknowledge help and 

advice given to me by one of the specialists at the Center for Distance Education 

(CDE), Natalya Vassilyevna Soldatova., who scheduled the Webinars and was usual-

ly present in the CDE auditorium to give my students and me help with the BigBlue 

Button facilities, that allowed us to interact directly each week at a distance. I also re-

ceived valuable help from Irina Marakasova, formerly Director of CDE.  

In my first Webinar, I failed to get students to respond when I asked a question – 

they were reticent to go to the microphone in the CDE classroom where they met, 

probably due to their timidity to speak in English. CDE Specialist Soldatova suggest-

ed that I encourage them to “chat” – and that yielded much better interaction subse-

quently. She later showed me a useful Question facility in Moodle that allows stu-

dents to link to an online test and take it during the on-line session. I used the Ques-

tion feature as a way for students to learn during the Webinar, and only secondarily 

as a way to determine what they had learned. For example, I would create a set of 

questions, each of which typically had an embedded diagram, and then ask students 

to identify its parts or to complete elements that were missing. The diagram appeared 

on a whiteboard, and students used the whiteboard to answer the questions. This 

worked well. 

2. A second lesson learned was the need to announce repeatedly that course 

reading resources were accessible to students. Many students were not doing the 

reading! Some were unaware that my lecture notes on JSP and JSD; summary articles 

by Jackson on JSP, JSD; and the book, Problem Frames, were all available in both 

Russian and English, and that they could be downloaded from the server and read at 

their convenience.  

3. A third lesson has become quite obvious: The material in Problem Frames 

cannot be covered in a single semester, especially if the course includes JSP and JSD 

in addition to Problem Frames. More importantly, much of the reading in Problem 

Frames requires more background than 2nd year students have. Thus, I recommend 

that the 1st course, cover JSP, JSD and an Introduction to Problem Frames (Chapters 

1–5; and part of Chapters 7 and 9, if time permits). This is what was covered in the 

first three iterations of the course. A 2nd course could be developed, 70 % of which 

would be devoted to Problem Frames, Chapters 6–11, after a brief review of JSP and 

JSD and Chapters 1–5 of Problem Frames (4 weeks). 

Discussion: One might consider omitting JSP and JSD. Here are the reasons to 

include them:  

a. Design is about structure! Students learn about program design using JSP by 

developing a program’s structure at the get-go; design and structure are par-
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amount in software engineering. Students learn that structure is key to intel-

ligibility;  

b. Sequential data streams, the primary abstraction in JSP, are ubiquitous in 

software design;  

c. the class of simple programs to which JSP applies is one of the 5 elementary 

Problem Frames;  

d. finally, Jackson he is an exceptional writer and broadly-educated thinker. 

His ideas evolve as he increase his scope from programs (JSP) to real-time 

information systems (JSD) to complex cyber-physical systems (Problem 

Frames Approach) 

4. Students meed more practice creating program and entity structure diagrams. 

Students practice creating simple structure (tree) diagrams at the outset. But many do 

not fully grasp the idea – additional exercises are thus needed. 

5. Students need help in creating a list of operations needed for a program. Allo-

cating each operation properly to the basic program structure is one of the steps in 

JSP Although JSP is language independent, I have used Java17. a language unfamiliar 

to most 2nd-year students. To make life easier for students, I started providing the Ja-

va operations needed by a program. I need to do this systematically. 

6. Provide more practice reading and writing clear development descriptions. 

Problem Frames is an intellectual approach to structured analysis of problems. Anal-

ysis consists of writing three development descriptions in clear, concise natural lan-

guage (Russian or English).  

7. Teach and practice the syntax and semantics of state diagrams. Natural lan-

guage descriptions can be augmented by state diagrams to give more precision. We 

can learn what a good state diagram looks like by studying the state diagrams created 

by Jackson in Problem Frames. 

3.3 Future Work 

My goal is to continue contributing to the training of software engineers by in-

troducing them to Jackson’s ideas and methods, and especially by reading, under-

standing and practicing the intellectual approach of Problem Frames.  

During the coming year, I hope to make the following modest progress: 

1. Significantly expand the bi-lingual Question Bank questions dealing with 

Problem Frames from 20 to 100. 

2. Improve the Russian translation of the bi-lingual database of the course Ques-

tion Bank as a whole. 

3. Develop a database of student project work 

4. Arrange for the publication of Problem Frames18. 

                                           

 
17 I only have the code generator for Java which is by the CASE tool to generate programs from the elaborated structure 

diagram; in previous years, I have used code generators for Pascal, BASIC and C for early version of Windows. 
18 Problem Frames was translated under my direction during 2006-2007 during and immediately following my Ful-

bright Senior Scholar appointment at Petrozavodsk State University (PSU) during the 2005-2006 academic year by Irina 

Ossipian. We held numerous discussions with the Rectorate of PSU about publication by PSU; I contacted the publisher 

to arrange an (affordable) contract giving PSU permission to publish; but PSU then elected not to publish. I plan to un-

dertake a review of the translation using translator resources at USTU; to include a set of simple corrections to the orig-
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5. Disseminate the curriculum to several universities in Russia and elsewhere. 
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